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Abstract
Encapsulation and the definition of objects in the respective classes facilitates the

modification of object-oriented systems, but the class hierarchy may also be a source
of problems. First, before changing the definition of a class, the analyst must verify
that the change is coherent with regard to subclasses of the class recursively. Second,
the reusability of the properties and the uniformity and functionality of the system can
be increased by defining the properties as high as possible in the class hierarchy. Con-
sequently, the maintainer has to navigate up and down while investigating and imple-
menting the changes in the class hierarchy. In this work it is shown that the
maintenance is a disciplined process that can be well supported with object-oriented
algorithms.

Index Terms - object-oriented, maintenance, object, class, class hierarchy, inherit-
ance, reuse.

I Introduction

1.1 Maintenance of an object-oriented system

Maintenance is the stage in the life of a software system, during which corrective, adaptive,
preventive and perfective changes are made to the software product [1, 2]. It is the most
expensive stage in the software life cycle; about 50%-70% of the software cost is incurred
during this phase [3, 4]. Changes in the system cannot, however, be avoided, because the envi-
ronment of the system is changing. Furthermore, each system has errors and these must be
corrected.

The object-oriented approach [5] supports the maintenance process: The objects discov-
ered in the analysis stage survive in the design, implementation and maintenance, thus the
number of transformations between different stages decreases. For this reason the maintainer
(the person who makes changes in the system) knows why an object exists in the code, and is
better informed when it should be removed or modified [1]. Due toencapsulation [6, 7], nec-
essary changes can be better localized and thus maintainer can more easily understand the
effect of the change.

In an object-oriented approach, objects are defined in classes, which form theclass hierar-
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chy [8]. The class hierarchy allows subclasses to inherit [9]properties, i.e. attributes and
methods, from superclasses. This increases the reusability of the definitions of the properties
and thus the amount of code to maintain reduces.

However, the changes can not be readily implemented. Before the class is changed, the
designer must check that the change is acceptable to the clients of the class. Because ofpoly-
morphism, the name of the property does not uniquely identify the property. Thus the clients
of the class are hard to find. In fact, an object-oriented system has more dependencies between
its entities than a conventional one [10]: class to class, class to attribute, class to method, class
to message, method to attribute, method to message, and method to method. All these depend-
encies complicate the maintenance process. On the other hand, polymorphism helps in the
maintenance, because properties with the same meaning have the same name. This contributes
to comprehensibility.

Furthermore, the object-oriented approach poses problems to the maintenance process.
First, the best choice for modelling a real-world entity is not always readily apparent [11, 12].
Second, an object-oriented system is usually made up of a large number of small modules.
Understanding a single line of code may require tracing a chain of method invocations
through several different object classes, as well as moving up and down the class hierarchy, to
find where the work has really been done [10]. Third,dynamic binding [3] means that it is not
possible to know by reading the program code to which object the message will be really sent
when the method is executed. Theyoyo problem [13] is related to objects sending themselves
messages which may cause the execution of methods up and down the class hierarchy. This
leads to greater difficulty in modifying the implementation of classes in the middle of the class
hierarchy [13].

1.2 Goals of this study

This research emphasizes the maintenance of the class hierarchy, when either single or multi-
ple inheritance is used. The goal is to support the maintainer’s work in fulfilling the changes
defined in user requirements (perfective maintenance). It is assumed that several changes are
accomplished during the same maintenance process.

The maintenance process is divided into four steps:
- The analystcollects the change requests of users.
- The analysttranslates change requests of users into changes of the objects.
- The automatized toolbrowses through the class hierarchy and collects information

about how wide in the class hierarchy the changes of the objects can be utilized. During
this navigation the tool prompts the analyst for decisions presenting details to help him/
her make the decision.

- The analyst selects the best way to implement the changes by using her or his under-
standing of the domain and the information collected with the tool.

We will present object-oriented heuristic algorithms and procedures for the maintenance
process. The algorithms have been implemented in a CASE tool that helps the analyst to nav-
igate in the class hierarchy [14].

The approach presented in this research differs from the previous following ways: Casais
has presented algorithms for restructuring the class hierarchy [11, 15, 16], but his work
emphasizes rather the reorganization of the class hierarchy of a particular object-oriented lan-
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guage than the maintenance of the class hierarchy according to change requests of the users.
Bergstein [17] has presented a list of class transformations for improving class hierarchies but
the order of the transformation operations is not considered, which is the case in this work.
Lieberherr et al. [18] have presented algorithms for abstracting class definitions from a repre-
sentative sample ofobject examples. Thus they consider derivation of the class hierarchy, not
the maintenance of an existent class hierarchy. Ossher and Harrison [19] have presented an
approach in which extensions and changes are clearly separated from thebase class hierarchy
upon which they are built. Chen et al. have presented an inheritance flow model [34].

1.3 Concepts

The object-oriented approach is characterized by the use of objects, each of which possesses a
state (consisting of the values of itsattributes), abehaviour (methods), and anidentity. In the
following, the attributes and methods are calledproperties. The attribute of the object can be
an object. The objects are defined in aclass, so that objects sharing a common definition
belong to the same class, while objects resembling each other belong to the sameclass hierar-
chy. An object 1) responds to service requests sent from other objects, 2) controls its own state
by changing the values of its attributes, 3) executes its methods, for example, bysending mes-
sages to other objects or by performing the task by itself.

The class hierarchy allowssubclasses to inherit properties, i.e. definitions of attributes and
methods, fromsuperclasses. In single inheritance, a class may have only a single superclass,
whereas inmultiple inheritance a class can have more than one superclass.

In some object-oriented languages it is assumed that the class inherits all the properties of
its superclass; and in some other languages, usually in those with multiple inheritance, the
inherited properties and the ancestor classes are explicitly defined in order to avoid name con-
flicts. If the inherited properties are not defined explicitly, the analyst must search the program
code for the properties that are inherited. For this reason, it is assumed here that the properties
of the class are explicitly defined in one of the following places:

- The property is defined in an ancestor class of the object and need not be changed in the
class of the object (strictly inherited).

- The property is initially defined in an ancestor class of the object but is subsequently
changed in the class of the object (overridden) [9].

- The property is defined in the class of the object (self-defined).
Generally speaking, a class may have objects and subclasses. For clarity and simplicity of

algorithms, we assume that each class is eitherabstract (has subclasses) orconcrete (has
objects).

1.4 Outline

The rest of this work is organized as follows: Section 2 starts with introductory examples.
Section 3 considers the general principles of maintenance. The phases preceding the mainte-
nance process and the characteristics of high quality class hierarchy are described. Similarly,
several metrics for evaluating the class hierarchy are briefly reviewed. In Section 4 the main-
tenance process is described. First, the investigations of concrete and abstract classes are con-
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sidered separately. Second, the principle of the navigation in the class hierarchy is presented.
Third, the implementation of applicable changes is discussed. Section 5 compares these
results with related work. Section 6 is a summary of the results.

2 Introductory example
Before a detailed presentation of the maintenance process, the general principle of the algo-
rithms is illustrated with simplified examples. In the class hierarchy diagrams, the classes are
drawn as labelled rounded rectangles. The superclass is drawn above its subclasses and the
generalization/specialization relationship is presented by a line that joins a subclass to its
superclasses. For the purpose of illustration, the OBJECTS are written in capitals, the methods
of objects in boldface and the attributes of objects in italics.

Example 1: The class hierarchy of Figure 1 describes the staff of the university. For reasons of simplicity
all the attributes and methods of the classes are not presented. In this example, we suppose exceptionally that the
subclass inherits all of the properties of its superclasses and that class STUDENT is both abstract and concrete.

Figure 1: Class hierarchy of an information system called UNIVERSITY STAFF

PERSON
name
address

live

STUDENT EMPLOYEE

TEACHER ADMINISTRATIVE
STAFF

ASSISTANT PROFESSOR

branch of study

study
take an examination

salary
general duties
year of service
work

teaching duties
subject
degree
teach
carry out research

pay wages

give labs give lectures
give examinations
hire personnel
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Suppose now that the user of the system needs several changes and consider the observations that will be made:
a) The first change: assistants give examinations not only professors:
- The property give examinations is applicable to PROFESSOR and ASSISTANT. Thus it can be moved from

class PROFESSOR to superclass TEACHER and deleted from class PROFESSOR that can inherit the prop-
erty.

b) The second change: insert a new method take a holiday in class STUDENT:
- The method is applicable to subclass ASSISTANT, thus it can be defined in class STUDENT and inherited in

class ASSISTANT.
- For increasing reusability it is wise to consider if the property can be defined in superclass PERSON.
- Class PERSON has subclasses, thus we must go down the class hierarchy until a concrete class is reached.
- The property is found to be applicable to class PROFESSOR and because we already know that it is applica-

ble to class ASSISTANT the method can be defined in class TEACHER.
- The property is also found to be applicable to class ADMINISTRATIVE STAFF. Thus the method take a hol-

iday can be defined in class EMPLOYEE and finally in class PERSON.
- The last problem is that we should make sure that class ASSISTANT inherits this property only from one class

- from class STUDENT or class TEACHER.
c) The third change: insert a new method obtain a grant in class STUDENT:
- This method is not applicable to class ASSISTANT (assistants have a salary), thus we must prevent class

ASSISTANT from inheriting the method, when we define it in class STUDENT.

3 General principles

3.1 Properties of the high quality class hierarchy

While designing and maintaining the class hierarchy, the analyst should increase the uniformity,
functionality, reusability, and comprehensibility of the system. At the same time, the amount of
the code should be decreased leading to decreased implementation and maintenance costs. Conse-
quently, the maintenance of the class hierarchy is a multioptimum task where the criteria may be
in conflict with each other. For example, the use of multiple inheritance increases the reusability
but at the same time it may decrease the comprehensibility. It is not possible to collect all of the
above quality factors into the same function. Instead of doing this, we present heuristic algorithms
which emphasize the above optimization criteria. The idea here is that the class hierarchy is inves-
tigated, information about it is collected, and metrics which provide information about its quality
are calculated. After that the maintainer evaluates different solutions and selects the best way to
implement the changes needed.

The comprehensibility of the system strengthens if the class hierarchy models the domain in a
natural way: First, there should be a "kind of" or "is a" relationship between a class and its sub-
classes, i.e. a superclass is a generalization of its subclasses. If the inheritance is used only to
avoid code duplication, this relationship will be lost and the class hierarchy becomes confusing
and very difficult to maintain. Second, the class hierarchy should not be too deeply nested by
inserting too many abstract classes [20]. Third, if several properties are overridden or changed in
the subclass level, there will be a decrease in understandability.

The uniformity of the system means that similar objects behave similarly. This increases the
comprehensibility and maintainability of the system. Functionality of the system means that the
customer gets more properties. Both of these criteria increase if the properties are defined as high
and as generally as possible. The reusability of the system increases if the properties are defined at
a higher level, but an excessively high level may restrict the reusability [21].
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3.2 Local metrics

The quality of the class hierarchy can be evaluated by using several metrics. In this study we use
the metrics of Chidamber and Kemerer [22, 23] as a starting point. These metrics are designed
especially for object-oriented systems and their theoretical basis is well stated. Furthermore, the
metrics have been empirically investigated and they appear to be useful to predict class fault-
proneness during the early phases of the software life-cycle [24]. The metrics describe the quality
of the class hierarchy. However, the most important guideline is, whether the hierarchy models
the domain in a natural way.

For each class several metrics are calculated:
The weighted attributes per class and the weighted methods per class are indicators of the size

of the class. When calculating these metrics, the maintainer should use different weights for the
strictly inherited, overridden and self-defined properties. The weights of the self-defined proper-
ties are greatest, whereas those of the inherited properties are at a minimum. A large value of the
metric the number of overridden properties indicates design problems and decreased maintaina-
bility. In contrast, the number of inherited properties indicates the strength of the subclassing [25].
Furthermore, it is possible to consider the number of public methods (the methods that are visible
to all other classes) that tells about the responsibility of the class. To decrease the coupling, the
number of class methods and class attributes, used for example in Smalltalk, should be mini-
mized.

All the subclasses of a class can inherit the properties defined in the class. If the class has
many descendants, the properties defined in the class can be widely reused, but the properties
must also be designed more carefully. The number of subclasses describes this aspect. The depth
of the inheritance tree (the average depth of different paths from the considered class to the root
classes) informs about the complexity of the class, thus it should be minimized.

The object can be used as a property in several objects. The number of objects in which the
object is used as a property tells about the usability of the object. However, if the object is used in
several objects it will require more careful design.

Finally, the maintainer should consider the cohesion of the objects from the program code.
The cohesion is best if all the methods of the object use all of the attributes of the object and worst
if all the methods have their own attributes [22, 26, 27]. In this latter case, it may be profitable to
split the object and the class that defines the object. Splitting the object results in multiple identi-
ties, that might be wrong from a modelling point of view.

3.3 Global metrics

Maintenance decisions cannot be made according to local metrics alone. Instead, the maintainer
needs global metrics that describe the whole class hierarchy. For each of the local metrics pre-
sented above, it is possible to calculate the global one automatically by going through the whole
class hierarcy and summarizing the metrics of each class. This calculation leads, for example, to
the weighted methods per class hierarchy, the number of overridden properties per class hierar-
chy, and the average number of subclasses. The average number of methods and attributes is uti-
lized while comparing the classes with each other. It is recommended that objects be designed
equally intelligent [28] so that each object has on an average same number of methods. This
reduces pluggability. The average depth of the class hierarchy is the average depth of inheritance
trees of concrete classes. Of course, the number of abstract classes, and the number of concrete
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classesdescribe the total class hierarchy.
The tree impurity [29] describes the extent to which a graph deviates from being a tree.

System designs should ideally strive for a value near to zero but not at the expense of unneces-
sary duplication of code. The other possibility to measure the complexity of the class hierar-
chy is the method presented in [30].

4 The maintenance process

4.1 Analysis of the new requirements

In this section we briefly consider those analysis steps that the maintainer accomplishes before
she or he starts the maintenance of the class hierarchy. These steps depend on the analysis
methodology used (for example [8, 20, 28, 31, 32]. In this research, we are not restricted to
any particular methodology. The aim is to clarify what properties of the objects should be
fixed before the maintenance of the class hierarchy starts.

It is wise to maintain an information system by versions, because this provides a clear
understanding of the changes needed. Another advantage is that the necessity of changes is
more carefully evaluated, and the analyst can make a set of changes in the same walk-through
of the class hierarchies (see [15] for a discussion of version management).

The change requests by customers concentrate on enhanced or changed functionality and
features of the system. Using this information the analyst chooses how the changes are carried
out. The changes may cause:

- changes in the aggregation and in the association relationships between objects,
- changes in the message sending between objects,
- modification, insertion and deletion of properties of the objects,
- insertion and removal of objects.
Here it is assumed that the maintainer starts the maintenance by investigating the system

specifications. From these documents she or he obtains information about the structure and
properties of the system and can choose the objects to be changed.

The association relationship between objects is implemented as an attribute [20] which
contains an object reference. The aggregation relationship between objects is defined by col-
lecting the parts as an object (whole). In fulfilling a method, the object has two possibilities: it
can fulfil the task by itself(self-fulfilled) or it can delegate the task to other objects(dele-
gated), which can beexternal or internal. Those attributes of the object that are objects are
called internal objects. An external object is limited outside the object.

While designing the message sending between objects, the maintainer should consider
several quality aspects: First, the message structure should correspond to the analyst’s view of
the real world. Second, it is useful to rationalize the message sending. Third, thecoupling
should be decreased, i.e. if any two objects communicate, they should exchange as little infor-
mation as possible [2, 26]. Fourth, long chains of messages should be avoided [21]. Thus
errors are easier to find and correct when the system is executed. Fifth, the Law of Demeter
restricts the number of objects to which an object can send a message [23, 33].

Methods of the object are derived on the basis of the messages that the object receives.
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The termcohesion is used to describe how well individual tasks are unified within a method.
Higher cohesion leads to the easier maintenance of the system and to the greater reusability of the
objects and their methods. If a particular message leads to a method that is too “wide”, i.e. it does
too many functions that have an unacceptable level of cohesion between them, the method and the
message must be split [21, 26].

As result of the above analysis the maintainer 1) designs the changes of the objects, 2) designs
the properties of new objects, and 3) selects the objects that can be removed. The objects are
defined in concrete classes. Thus the analysis of the new requirements leeds to the definition of
changes needed in concrete classes.

4.2 Investigation of the applicability of the changes

During analysis of the new requirements the analyst specifies the desired changes needed to be
done in concrete classes, but she or he does not know how the implementation of changes effects
on the whole class hierarchy.

Each object is defined in the class. The changes in the properties of a class affect the relation-
ships between classes. Thus the maintenance of objects may cause:

- modification of properties, i.e. attributes and methods, defined in a class,
- insertion and deletion of classes in the class hierarchy,
- joining or splitting classes,
- moving properties up and down in the class hierarchy,
- changing the superclasses of a class and
- changing the subclasses of a class.
A maintainer may think that changes can be readily implemented by inserting a new subclass

into the class hierarchy and defining the change in that subclass. This approach, however, is only
acceptable in the case of minor changes, because 1) the class hierarchy may become confusing, 2)
the same properties may be defined in many places, 3) the system may become overloaded with
special cases [15], and 4) the maintainability of the system may decrease. Thus before the analyst
change the properties of a class, she or he must consider what effects this process will have on
subclasses and on superclasses.

For supporting the maintainer’s work we have implemented a CASE tool [14] which helps the
maintainer to collect information about the applicability of the changes in the classes, for example
about how wide in the class hierarchy a certain property is used.

First, the analyst gives as input to the tool the desired changes of the concrete classes. Second,
the tool browses through the whole class hierarchy and collects information about how wide in
the class hierarchy the changes can be utilized. At each stage the tool tries to conclude the proper-
ties applicable for classes and prompts the analyst for decisions when required. The tool proposes
for each class the changes to be implemented, the changes that can possibly be implemented in
the superclass level, and the properties that can be inherited after changes. Third, the tool calcu-
lates the local and global metrics that describe the quality of classes and the class hierarchy.

After this information has been collected, the maintainer decides utilizing domain knowledge
how the changes will be implemented in order to increase functionality, reusability, maintainabil-
ity and comprehensibility and to decrease the amount of code. In doing this, the local and global
metrics of the class hierarchy are utilized.
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4.2.1 Abstract and concrete classes

In this section we consider information collected from each class. The process starts from con-
crete classes:

- The applicable changes in a concrete class are the changes needed in the objects of the
class.

The applicability of the change may differ between object instances of the class and thus the
analyst can distinguish theinstance dependent changes. If the objects of the class differ from each
other after changes, the maintainer must insert a new concrete class (or possibly new concrete
classes) as a sibling (siblings) of the previous class.

A class can inherit properties that have been defined in the superclass level. Thus thechanges
that must be implemented in the class, both abstract and concrete,have the following characteris-
tics:

• the changes belong to the applicable changes in the class, and
• the changes are not defined in the superclass level.
In order to increase the functionality, uniformity and maintainability, the properties should be

defined as high in the class hierarchy as possible, without restricting the reusability. However, the
changes in abstract classes must be coherent with the properties applicable in the subclasses and
in the subclasses of the subclasses recursively. Those changes that are applicable to the most sub-
classes are tried to be defined in the superclass level. If it results in violations the tool prompts the
maintainer to select the solution:

- The definition of the unsuitable property will be deferred at the subclass level.
- The superclass will have to be split (Section 4.2).
- The overridden or self-defined properties are inserted in the subclass so that the subclass

adapts to the changes.
In the following, the changes that can possibly be defined in the superclass level are called

accepted changes in the class and they are defined as follows:
- Theaccepted changes in the class, both abstract and concrete, are the set of properties with

the following characteristics:
• the changes belong to the applicable changes in a class, or
• changes are not used in the class, or
• the class can adapt to the changes.
To avoid code duplication, the properties that are applicable in at least two subclasses can be

defined in the superclass, if all of the subclasses accept the change. Furthermore, the class can
have properties that the subclasses do not inherit. From the above it follows that:

- The applicable changes in an abstract class are properties with the following characteris-
tics:

• the change belongs to the accepted changes in all subclasses of the class, and

• the change belongs to the applicable changes of at least two2 subclasses of the class, or the
change belongs to the applicable changes of the class itself.

For further details of the information collected from the classes see [21].
Example 2: Consider Example 1. The propertyhire personnel is accepted, applicable and implemented in

class PROFESSOR. The propertygive lectures is not applicable to class ASSISTANT. It is, however, accepted,
because class ASSISTANT does not use it.

2 This is a parameter that can be chosen.
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4.2.2 Navigation in the class hierarchy

In this section, navigation in the class hierarchy is considered. The principle is that the tool
does the navigation, prompts the analyst for decisions when needed, presenting details to help
him/her to make that decision, and concludes the applicable, accepted and implemented
changes of the abstract and concrete classes as presented in section 4.2.1. The process starts at
the nearest common superclass3 of all the concrete classes that need to be changed. Thus the
input of the process is the union of the changes needed in concrete classes. In the following
this set is called the set of investigated changes. This set is given as a list of attributes and
methods that should be removed, inserted or changed in concrete classes. The process investi-
gates the applicability of changes to a class as well as to its subclasses and superclasses.

Figure 2 describes the navigation in the class hierarchy: The desired changes concern to
classes A, B, C, D. Thus the process starts from the common superclass E. The steps of the
navigation are considered in the following:

First, the subclasses of the target class (in Figure 2 class E) are examined by a depth-first
search. The algorithm proceeds recursively deeper in the levels of the subclass hierarchy until
a concrete class is found. When the lowest class in a path is found, the tool prompts the ana-
lyst for decisions about the applicability of investigated changes to this class. After all the
concrete classes have been considered the algorithm goes upwards in the class hierarchy. The
accepted and applicable properties for each superclass are defined from the properties that are
accepted and applicable to its subclasses and the class itself. When the tool is not able to make
decisions, it prompts the analyst for help. The numbers in Figure 2 describe the order of inves-
tigation.

Second, the analyst tries to define the properties of a target class in the superclass level
(Step 2 in Figure 2). This approach is profitable if the properties are applicable to the siblings
of the target class. To achieve this, the analyst divides the changes into disjoint parts; an
attempt is made to define these parts at different superclasses. The tool browses to the super-
classes of the class. Each superclass and its subclasses will be considered in turn. Because a
superclass may have further superclasses, the process is recursive. When going upwards in the
class hierarchy, however, it is typical that the number of investigated properties decreases,
because the siblings restrict the possibilities to implement the properties at a higher level.

Multiple inheritance may cause some problems in the navigation process:
The first problem is that the analyst must choose the ancestor class for each inherited prop-

erty. The changes in strictly inherited and overridden properties are usually defined in the pre-
vious ancestor classes. However, for previously self-defined and new properties, the definition
of the possible ancestor class is more difficult. To do this, the analyst may possibly have to
guess the ancestor. If the ancestor classes have relationships between each other, the classes
should be considered in order from the most general to the least general; and if the definition
is not possible in one ancestor class, the analyst can try the next ancestor class.

The second problem is that name conflicts may occur in the case of multiple inheritance.
The properties inherited from the different superclasses should be exclusive. It is, however,
profitable to delay these considerations and avoid name conflicts by restricting the properties
that the class inherits only in the implementation phase. In this approach, the classes can
inherit more properties, and the properties are defined at a higher level than in the case where
name conflicts are considered immediately [21].

3 If the common superclass is not found several class hierarchies are considered separately.
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Figure 2: Navigation in the class hierarchy

The third problem in multiple inheritance is that the same class may be investigated many
times. To avoid this unnecessary work, we need to obtain for each class a list of the properties
that have been investigated thus far.

4.2.3 Algorithms

In this section we present shortly the CLASS MANAGEMENT routine that is built in order to
support the maintenance and management of the class hierarchies. The system CLASS MAN-
AGEMENT is itself object-oriented. Each object in CLASS MANAGEMENT contains infor-
mation about one class of the class hierarchy that should be maintained. The class hierarchy of
CLASS MANAGEMENT is presented in Figure 3. It contains a superclass CLASS and two
subclasses: class ABSTRACT, whose objects are abstract classes, and class CONCRETE,
whose objects are concrete classes.

2. Investigate superclass:

B (2)A (1) C (3, 6)

(4) (5)

E (9)

1. Investigate
     - Investigate class and
        subclasses
     - Investigate superclasses
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(8)

- Investigate class and subclasses
- Investigate superclasses
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Figure 3: The class hierarchy of CLASS MANAGEMENT

The analyst starts investigation with the following command:
Targetinvestigate (CR), where
- Target is the class, either concrete or abstract, from which the investigation starts, i.e.

the common superclass of the concrete classes that need changes.
- CR is the set of desired changes. The elements of CRare attributes (given by the name

and specification) and methods (given by name, specification and signature).
First we will consider the attributes of the classes. Thereafter, a short description of the

most important methods of the classes is presented.

Attributes of the classes

The class CLASS has following attributes:
- n is the number of direct subclasses of the class.
- , j=1,...,n are the direct subclasses of the class.
- m is the number of direct superclasses of the class.
- , j=1,...,m are the direct superclasses of the class4.
- P is the list of properties, i.e. attributes and methods defined in the class. The set P is
   divided into Strictly-inherited, Overriddenand Self-defined properties5.

4 If the superclasses have some relationship with each other, then organize them in order from the most gen-
eral to the least general.

CLASS

number of subclasses
subclasses
number of superclasses
superclasses
the set of properties
the set of investigated changes
investigation results

investigate
investigate superclasses
update inherited
rewrite
calculate metrics
return results

ABSTRACT CONCRETE

instance dependent changes

investigate class and subclasses
   = investigate concrete class
investigate concrete class

investigate class and subclasses
update results
calculate the number of children

CLASS HIERARCHY

topmost classes
metrics

calculate metrics

metrics

calculate total calculate total

Subj

Superj
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- Investigated (initially empty) is the set of changes that have been investigated.
- Results (initially empty) contains the following information from the investigation
   of the class:

Accepted is the set of accepted changes,
Applicable is the set of applicable changes and
Implement is the set of changes to be implemented.

- Metrics are the calculated metrics telling about the quality of the class (see 3.2 and 3.3)

Subclasses ABSTRACT and CONCRETE inherit all of these attributes. In addition, class
CONCRETE has the following attribute:

- Instance dependent is the set of changes that are different for the different object
instances of the class.

Class CLASS HIERARCHY has the following attributes:
- l is the number of topmost classes of the class hierarchy.
- , j=1,...,l are the topmost classes of the class hierarchy.
- Metrics are the calculated metrics informing about the quality of the class hierarchy.

Methods of the classes

Notations:
The messages used in the methods are described (resembling Smalltalk) with the follow-

ing syntax:
Receiver selector (arguments, answer),
where

receiver is the object to which the message is sent,
selector defines the needed method,
arguments are the sent parameters and
answer is the result of the execution of the method.

Temporary variables are written in braces ({}) in the beginning of the method description.
The caret (^) indicates the value to be returned as the result of the method. The term Self
refers to the object oneself.

As an example we give the most important methods:

Method: Investigate (in: CR, the set of changes to be investigated)
Comment: The method checks the possibilities to apply the set of changes CR in the class hierarchy. The

class, its subclasses and its superclasses check the applicability of the changes to them and

update their attribute Results.

begin
{j, (Appj, Rj, for j=1, m)}

Self investigate class and subclasses (CR).

if  and m > 0 then

5 It is assumed that the attributes are identified by the name, and the methods by the signature that specifies
the name of the method and the arguments used. It follows from the polymorphism that before making the deci-
sion that two properties are the same, the analyst must also consider their specifications. Thus two properties are
the same if they have the same identification and the same specification.

Topj

Applicable ∅≠
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begin
Self Prompt analyst for dividing Applicable into exclusive parts Appj, j=1,...,m

that are tried to be defined in different superclasses.

for j=1,...,m:

 investigate superclass (Appj, Rj).

Comment: Rj is the investigation result of superclass.

Self update inherited (Rj, j=1,...,m).

end
Class hierarchy calculate metrics.

end

Method: Investigate superclass (in: CR, the set of changes to be investigated

                                                   out: R, the investigation result)

Comment: The method tries to define properties CR in class or in its superclasses.

begin
{Z, j, (Appj, Rj, for j=1, m)}

, Comment: Z  is the set of changes that have not been investigated.

If then
begin

for j=1,...,n:

investigate class and subclasses (Z).

Self update results (Z).

end
If and m > 0 then

begin
Self Prompt analyst for dividing Applicable into exclusive parts Appj, j=1,...,m

that are tried to be defined in different superclasses.

for j=1,...,m:

 investigate superclass (Appj, Rj).

Self update inherited (Rj, j=1,...,m)

end
^ Results

end

Method: Investigate class and subclasses (in: CR, the set of changes to be investigated)
Comment: The method ensures that class and its direct and indirect subclasses update their attribute Results.

begin
{Z, j}

. Comment: Z  is the set of changes that have not been investigated.

If then
begin

for j=1,...,n:

investigate class and subclasses (Z).

Self update results (Z).

end
end

Superj

Z CR\Investigated=

Z ∅≠

Subj

Applicable ∅≠

Superj

Z CR\Investigated=

Z ∅≠

Subj
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4.3 Selecting the parts to be changed
       from the class hierarchy

The previous section described how information can be gathered about the applicability and
usability of changes in the class hierarchy. The following sections will consider how the
changes should be implemented by using the collected information. The question of the best
implementation is a multioptimum task and remains partly open. However, some policies that
can be used in the implementation are considered here. The most important thing while mak-
ing the decisions is the analyst’s knowledge of the domain. The other principle here is that the
decisions are made as late as possibly. Thus the decisions concerning superclasses are made
after the decisions of its subclasses.

First the analyst chooses how wide an effect the changes should have in the class hierar-
chy. If the changes have to be implemented in the ancestor classes and their subclasses, the
whole class hierarchy must be considered. However, if some subclasses are to be left
unchanged, the class hierarchy is divided into two parts: part one will be changed and the
other will be left unchanged. Denote byC the class where the partitioning occurs. The analyst
inserts a siblingC’ for classC. The descendants that are to be changed are moved to the
descendants ofC’. ClassC and its siblingC’ may have common properties; thus it is possible
to define for these classes a new abstract superclass. The situation is illustrated in Figure 4.

Figure 4: Some descendants are to remain unchanged

The common properties that are defined in the new abstract class are:
- those superclasses of classC that the sibling classC’ needs and
- those properties of classC that need not be changed.
After the above considerations, the analyst has separated from the class hierarchy those

parts that need some changes. Before implementing the changes in the classes, some general
changes can be performed in the class hierarchy. These are considered in the next section.

4.4 General changes in the class hierarchy

The maintenance may cause changes in the relationships between classes, removal of classes,
and changes in the properties of classes. When the implementation is considered, all the prop-
erties of classes must be considered. It is not sufficient to consider only the changed proper-
ties.

those previous superclasses of class C

new abstract class

C’C

the descendants that want
C to be unchanged

the descendants that want
C to be changed

that the classC’ inherits

those previous superclasses of class C
that classC’ does not inherit

new available superclasses of class C’
CC
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4.4.1 Concrete classes

The consideration of changes performed in the class hierarchy is started from concrete classes,
because the properties of abstract classes are derived from the properties necessary for the
concrete classes. The following changes can be made to concrete classes:

1) If the objects of a particular concrete class are unnecessary, the class can be removed.

2) Concrete classes with similar objects can be joined together.

3) If the cohesion of the objects of the concrete class is unacceptable the objects and thus the class should

be split.

4) If some objects of a concrete class are changed and some are unchanged, a sibling is inserted for the con-

crete class (see Figure 4). This approach is particularly applicable when changing persistent objects.

5) If the objects of the concrete class differ from each other, the class is changed as an abstract class: First,

the objects are divided into groups so that in each group the objects are similar. Second, a concrete class

is inserted in the class hierarchy for each group and the objects are placed under the applicable new con-

crete class.

6) The “is kind of” relationship of the concrete class may change:

a) If the “is kind of” relationship between the target class and its ancestor does not hold and thus the target

does not inherit any properties directly from its immediate superclass, the class can be moved up. The

new superclasses of the target are those superclasses of its previous superclasses from which it can

inherit properties. This process is recursive. The superclasses and the superclasses of superclasses are

considered until the superclasses from which the target can inherit properties are found. In the case of

multiple inheritance, the number of superclasses of the target may increase. After this process, the ana-

lyst may also notice that the class does not have any superclasses. In the following such classes are called

free classes. For free classes, the analyst can try to find new superclasses from other class hierarchies.

b) If the target class is in an “is kind of” relation with its sibling which is an abstract class, the class can be

moved down. The available sibling is inserted into the superclasses of the target class. The relationships

to the previous superclasses of the target class can be removed, if the target class can inherit all of the

necessary properties from the new superclass.

It is possible that some concrete class is first moved up (step 6a) and after that moved
down (step 6b).

Example 3: The moving of concrete classes up and down is illustrated in Figure 5. In this example, the
classes are numbered and the properties of the classes are presented by using letters. Self-defined properties are
written in the normal way and the inherited properties are underlined. The abstract example is considered,
because real examples would need too much space for illustrating all the steps of the maintenance process.

4.4.2 Abstract classes

Abstract classes are changed as follows:
1) The changes in the situation of concrete classes mean that the properties of classes must be updated. It is

possible that some implemented properties of a class can be moved down and some moved up:

a) Special properties should be defined in a lower level. Thus if a property of an abstract class is applicable

in only one subclass, its definition can be referred to the available subclass.

b) On the contrary, if a property is applicable in at least two subclasses and accepted to all subclasses, it can

be defined at the superclass.

This step can be automated [23]. For example, in Figure 5 the abstract classes are considered in the
order: 6, 2, 3, 1.
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Figure 5: Moving concrete classes up or down

2) In Step 1, the properties of the classes were changed. Consequently, it is possible that a relationship

between classes becomes unnecessary:

a) The relationship of the class and its superclass can be removed if

the class does not inherit (directly or indirectly) any properties of the superclass.

b) The classes, both abstract and concrete, can be moved up and down in the same way as in steps 6a and 6b

of Section 4.4.1.

3) At step 2, the subclasses of the abstract class are moved away if they do not inherit any properties

directly from the abstract class. Consequently, the abstract class can be removed:

• if it has no subclasses, or

• if it has no implemented properties.

4) Two abstract classes can be joined together if they have the same set of subclasses. It is important that

unnecessary subclasses be removed at step 2 before this step.

5) If an abstract class C has only one subclass C’ and C’ is abstract, C’ can be removed by moving its prop-

erties to C and its subclasses under C.

6) If the cohesion of the class is unacceptable or if some of the descendants are to be changed and some not,

it is possible to split the class.

7) It follows from Step 2 that the properties of classes may require some changes. Consequently, the proc-

ess returns to step 1.

6:

8:
B,C,E,H,M

9: 10:
B,C,E,H,K

1:
A

2:
A,B

3:
C,E

5:
A,D,J

7:
C,E,LB,C,E,H

4:
A,C,E,F

B,C,E,A,L

- Class 5 does not directly inherit from class 2.
Move it up.

- Class 4 also inherits from class 3.
Move it down.

- Class 9 does not directly inherit from class 6.
Move it up.

6:

8:
B,C,E,H,M

9:

10:
B,C,E,H,K

1:
A

2:
A,B

3:
C,E

5:
A,D,J

7:
C,E,LB,C,E,HA,B,C,E,L

4:
A,C,E,F

Before changes:

After changes:
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It may be necessary to repeat the process a few times. The process, however, terminates
because the classes that are moved up are never moved down below the same superclass and
vice versa. The class that is moved up is a generalization of its superclass; whereas the class
that is moved down is a specialization of its sibling.

4.4.3 Inserting abstract classes between a class and its subclasses

After the changes presented in the previous section have been made, the analyst may be able
to insert new abstract classes between an abstract class and its subclasses. This is profitable if
subclasses can be divided into groups that belong in some meaningful abstraction of the
domain that is suggested to be reused. There should be more than one class in each group. The
subclasses are moved below the most applicable new abstract classes. This process is recur-
sive: the analyst may insert more new abstract classes below the new abstract classes and its
subclasses. However, the subclasses should not be nested too deeply by inserting too many
abstract classes [20].

If the abstraction is made according to the properties that are applicable to classes, the
process can be collected as an heuristic algorithm [21].

4.4.4 Inserting a new abstract superclass

It is possible that the classes can be divided into groups so that the classes in a group resemble
each other from some new viewpoint. The analyst can define for the group a new abstract
superclass, from which the classes can inherit the common properties. As before, further
abstract classes can be inserted between the new abstract class and its subclasses, as in Section
4.4.3.

4.5 Implementation of changes in the classes

The previous sections described changes being made to the total class hierarchy. After these
changes, the changes in the individual classes can be implemented. The implementation of the
changes in the classes is started from the topmost superclasses. The changes of each class are
implemented after the implementation of the properties of its superclasses. Thus the properties
that can be inherited are known when the changes are implemented in the subclasses.

The implementation of the changes of a class consists of removals, modifications and
insertions of properties. In the previous considerations, the ancestor classes of each class have
been updated. In the case of the multiple inheritance, however, it is possible that a certain
property can be inherited from several different superclasses. Consequently, to avoid name
conflicts, the analyst must choose the ancestor class for each property.

For example the modification of the property has following steps:
- Check whether the modified property can be strictly inherited. Then the only thing that

must be done is to define the ancestor and insert the property into the strictly inherited
properties. Otherwise, consider the possibilities of non-strict inheritance. Choose, if
possible, the ancestor class, insert the property into the overridden properties and imple-
ment the overridden property. The last possibility is to insert the property into the self-
defined properties and implement it.
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Finally we provide a short example of the steps of the maintenance process:
Example 4: Figure 6 describes the class hierarchy in the beginning. The necessary changes in the objects

of concrete classes are written by listing the new properties of the objects below the concrete classes.

Figure 6: Class hierarchy in the beginning

The applicability of the changes to the class hierarchy is now investigated. Figure 7 shows the applicable
properties of the classes and the changes that can be made to the class hierarchy.

Figure 8 shows one possible implementation of the class hierarchy. In this solution each property is defined
only once. Thus the amount of code is minimized. It should be noticed that in evaluating the class hierarchy the
analyst’s understanding of the domain is of crucial importance. The class hierarchy should reflect the reality.
Because this was an abstract example, it is not possible to give any good arguments to justify this solution.

Figure 7: Applicable properties of the classes

7:
A,B,C,E,K

9:
A,B,C,E,G

10:
A,B,E,K

11:
B,C,E,K,I

B,C,E,K,H

1:
A

3:
A,B

4:
A,C,E

6:
A,B,D

8:
A,C,E,H

A,D,J

A,B,C,H C,E,L

A,C,E,I

2:
C

5:
C,F

C,E,F

7:
C,E,B,H

9:
B,C,E,H,K

10:
B,C,H,A,

11:
C,E,L

1:

3: 4:
C,E

6:
A,D,J

8:
C,E,A,I

2:
C,E

5:
C,E,F

1) Class 6 can be moved up,
because it cannot inherit
any properties from its

2) Classes 11 and 8 can be
moved up, because they

3) Classes 4, 3 and
1 can be removed,

do not inherit from their
immediate superclass

because they do
not have any self-
defined properties.

immediate superclass.
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Figure 8: Updated class hierarchy

5 Related work
Lieberherr et al. [18] did not primarily consider maintenance, but they have presented algo-
rithms for abstracting class definitions from a representative sample of object examples. An
object example is described by giving its class name, followed by the named parts and
attributes. The methods of the objects are not considered. The general principle is that those
objects which have similar parts belong to the same class. In the first step, the non-optimal
class dictionary graph is abstracted from the object examples. In the second step, the class
dictionary graph is minimized in two phases by minimizing the number of edges. The
approach presented in this research differs from the work of Lieberherr et al. because in the
present research an attempt has been made to improve the existent class hierarchy. Further-
more, in this work we consider both attributes and methods.

Casais has presented algorithms for restructuring the class hierarchy [11, 16]. The general
principle is to avoid explicit rejection of inherited properties. It is assumed that subclasses
inherit all the properties of their superclasses. First, the algorithm proceeds by tracing
unwanted properties up in the class hierarchy until reaching the nodes where they should be
introduced. Second, control passes back to the lower level and the necessary new classes and
inheritance relationships are inserted. The differences between the present study and the work
of Casais are as follows: We suppose that the class need not inherit all the properties defined
in the superclass and that non-strict inheritance is also possible, we emphasize the investiga-
tion of the applicability of the changes necessary for the users, and several changes are inves-
tigated in the same walk-through.

Bergstein [17] has presented a list of class transformations with which one can improve
class hierarchies. The transformations are made according to the “part-of” and alternation
relationships between classes. Methods of classes are not considered. The transformations are
object-preserving, thus the objects remain unchanged. The correctness, completeness and
minimality of the transformations are proved. The changes considered in Section 4.4 resemble
the transformations defined by Bergstein but we give also the order of transformations.

7:
C,B,H

9:
B,C,E,H,K

10:
A,B,C,H

11:
C,E,L

6:
A,D,J

8:
A,C,E,I

2:
C

5:
C,E,F

12:
C,E

13:
A

One should make sure that
class 9 inherits property C
only from class 7 or class 12.
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6 Conclusion
Heuristic algorithms have been presented for investigating the effect of maintenance on the
class hierarchy. When the analyst has decided by using these algorithms how much change
can be accomplished with the old class hierarchy, she or he can design the required changes of
the class hierarchy. Subsequently classes are inserted and removed, and the properties of the
classes and the relationships between classes are changed if necessary. In the final step,
changes are implemented in the classes.

The process presented is not fully automated for the following reasons: First, an abstract
superclass should be generated only if it is a significant abstraction. Avoiding the explicit
rejection of a property [16] or the fact that some classes have a common property [20] are not
sufficient reasons for the generation. Second, there are many different way in which one can
implement the inheritance relationships between classes [28]. Third, the analyst usually gen-
eralizes the properties while they are defined in the superclass level. Fourth, the name of the
property does not always indicate the task of the property.

The above analysis shows that maintenance of the class hierarchy is rather a difficult task.
If the class hierarchy has been designed carefully and the “is kind of” relationship between the
subclasses and superclasses holds, large changes are fairly uncommon in practice. This is
because 1) the relationships between classes do not change very much, 2) the properties appli-
cable to the lower level classes are not applicable to the topmost classes, 3) the properties
defined in the topmost classes are also applicable in the lower level classes after the changes.
In maintenance, it is more common that 1) properties are inserted, removed or modified in the
classes, 2) properties are moved a little up or down in the class hierarchy, and 3) a subclass or
a superclass is inserted or removed. In the maintenance process presented, an attempt was
made to take into consideration all changes possible in theory. Consequently, the class hierar-
chy may change considerably.

The algorithms have been implemented as a CASE tool [14]. The experiences of the use
of the tool have been very encouraging. It seems that the process presented here is particularly
valuable in cases where the needs defined by different customers are evaluated and merged. It
may be possible to automate the maintenance process even further; but before attempting this,
the criteria for selecting the best way of implementation should be specified.
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